**RV Meetup - Decentralized Video Chat**

Decentralized video chat platform powered by WebRTC using Twilio STUN/TURN infrastructure. RV Meetup provides video quality and latency simply not available with traditional technology.

**Features**

* Screen sharing
* Picture in picture
* Live captions
* Text chat
* Auto-scaling video quality
* No download required, entirely browser based
* Direct peer to peer connection ensures lowest latency
* Single use disposable chat rooms

**Quick start**

* You will need to have Node.js installed, this project has been tested with Node version 10.X and 12.X

**Set up credentials**

* Rename .env.template to .env
* Sign up for free twilio account <https://www.twilio.com/login>
* Get your Account SID and Auth Token from the Twillio console
* Fill in your credentials in the .env file

**Install dependencies**

npm install

**Start the server**

npm start

* Open localhost:3000 in browser
* If you want to use a client on another computer/network, make sure you publish your server on an HTTPS connection. You can use a service like [ngrok](https://ngrok.com/) for that.

Implementation Details

WebRTC (Web Real Time Connection) is an open source project with a JavaScript API allowing you to create peer-to-peer connections between browsers. Even though it can be used for different types of data transfer, its main application is video calls. In the previous articles, we accessed the microphone and camera data streams from the browser, established a connection over WebSocket between users that we then used for the signaling process, and we allowed users to establish the connection with a given contact using a shared code

A first step to create a video chat is to have access to the user’s devices, like webcam and microphone, and their stream of data. In this first article, we are going to access our devices and display the video (with audio) in our browser.

**Access User Audio and Video Stream**

We first need to have access to the user’s webcam and microphone. The navigator has access to the media devices through the [MediaDevices](https://developer.mozilla.org/en-US/docs/Web/API/MediaDevices) interface.

window.navigator.mediaDevices

We can get a list of all the devices the browser has access to by calling in the console:

const devices = await window.navigator

.mediaDevices

.enumerateDevices();

In my browser, I get an array of five devices, one video input and five audio input. But we are not interested in the devices themselves, we want to get the data stream from them.

Media content, like audio and video, are represented by the [MediaStream](https://developer.mozilla.org/en-US/docs/Web/API/MediaStream) interface. To get access to the data stream, you need to call the *getUserMedia* function on the *mediaDevices* object. We need to give the types of media we want as a parameter, here audio and video. We can give a bunch of constraints as parameter, not only the media type, but also the size of the video we want, the orientation, … We keep it simple here:

const stream = await window.navigator.mediaDevices.getUserMedia(

{

video: true,

audio: true,

},

);

This returns a Promise, as you have to allow access to your devices. On Google Chrome, you should see such a dialog:

![](data:image/png;base64,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)

If you say yes, you’ll receive the MediaStream object. If your webcam has this feature, you should see a little light next to it, telling you that it is now on.

Our MediaStream object consists of two tracks, one track corresponding to one media type. You can access them by calling

stream.getAudioTracks();

stream.getVideoTracks();

These methods return arrays of tracks, each track containing some info like the kind (audio or video for example), the label, the idea, but also if the track is enabled, muted, etc.

**HTML5 Video Tag**

We now have access to the data stream from the microphone and webcam, we just want to display them in our browser to make sure it works. This used to be a pain in the neck, but the HTML5 video tag allows us to build a video in a page pretty easily.

|  |  |
| --- | --- |
|  | <!DOCTYPE html> |
|  | <html> |
|  |  |
|  | <head> |
|  | <meta charset="UTF-8"> |
|  | <title>VideoChat</title> |
|  | <script src="index.js"></script> |
|  | <link rel="stylesheet" href="styles.css"> |
|  | </head> |
|  |  |
|  | <body> |
|  | <div> |
|  | <video id="video" controls autoplay></video> |
|  | </div> |
|  | <div> |
|  | <button id="button">Start Video</button> |
|  | </div> |
|  | </body> |
|  |  |
|  | </html> |

|  |  |
| --- | --- |
|  | body { |
|  | text-align: center; |
|  | } |
|  |  |
|  | video { |
|  | width: 500px; |
|  | height: 500px; |
|  | margin: 20px; |
|  | } |
|  |  |
|  | button { |
|  | padding: 5px; |
|  | background-color: seagreen; |
|  | color: white; |
|  | border-radius: 3px; |
|  | font-weight: bold; |
|  | } |

We have a video tag with controls (the play, mute, and stop buttons) and a button to start the video.

Let’s look at the JavaScript code:

|  |  |
| --- | --- |
| (function () { |  |
|  | "use strict"; |
|  |  |
|  | document.addEventListener('click', async event => { |
|  | if (event.target.id === 'button') { |
|  | const stream = await window.navigator.mediaDevices.getUserMedia({ video: true, audio: true }); |
|  | const video = document.getElementById('video'); |
|  | video.srcObject = stream; |
|  | video.play(); |
|  | } |
|  | }); |
|  |  |
|  | })(); |

When you click on the button, we create the stream as we did in the previous section. Your browser should ask for your permission to start the video (we don’t handle the case where the user refuses here). Once the stream is available, it is set as the source object for the video tag and the video is started. You should now see and hear yourself.

Second Step

The WebRTC connection between your local browser and a remote user (peers) will be represented by the JavaScript interface [RTCPeerConnection](https://developer.mozilla.org/en-US/docs/Web/API/RTCPeerConnection). But you have to coordinate this connection first, exchanging messages between peers to find each other, control the communication and then terminate it. This is the signaling process. The signaling process is not part of the WebRTC specifications, you are free to use whatever messaging protocol you want to establish and control the connection. You could technically deliver those messages per post, but a common solution is to use the WebSocket protocol.

In this article, we are going to allow two users to communicate over WebSocket. We are going to build an example with a Node server, in which peers can create a connection, say hello to each other, and close the connection.

**WebSocket**

WebSocket is a communication protocol, kind of a concurrent to HTTP. Like HTTP, WebSocket enables the communication between a client (a browser) and a server.

When communicating over HTTP, the server can only react to the client’s requests. It doesn’t remember anything about previous requests, HTTP is stateless. WebSocket, on the other hand, lets you open a channel between the client and the server. Once this channel is open and until it gets closed, the communication can happen both ways: the server can send data when it likes, and so can the client.

WebSocket is actually designed to work over HTTP, so we can use a normal web server to build it on. We are going to implement a WebSocket communication between our client and a Node server.

**Set up the Node project**

We are going to use a Node server for this with a library implementing WebSocket: [WebSocket-Node](https://github.com/Worlize/WebSocket-Node).

If you don’t already have it on your machine, you should install [Node.js](https://nodejs.org/en/). Create the folder in which you want to have your WebSocket project (I named mine *web-socket*). Then into that folder initialize your project:

npm init

Create a file index.js and install the [WebSocket-Node](https://github.com/Worlize/WebSocket-Node) library using npm:

npm install websocket --save

Following the documentation of the library, we first need to define an HTTP server. Ours will listen to the port 1337. We can then create the WebSocket server on top of it.

|  |  |
| --- | --- |
|  | const http = require('http'); |
|  | const server = require('websocket').server; |
|  |  |
|  | const httpServer = http.createServer(() => { }); |
|  | httpServer.listen(1337, () => { |
|  | console.log('Server listening at port 1337'); |
|  | }); |
|  |  |
|  | const wsServer = new server({ |
|  | httpServer, |
|  | }); |

We want to do something really simple to understand how WebSocket works. Everyone can connect and send messages through our server. When a user sends a message, every other connected user will receive it.

|  |  |
| --- | --- |
|  | let clients = []; |
|  |  |
|  | wsServer.on('request', request => { |
|  | const connection = request.accept(); |
|  | const id = Math.floor(Math.random() \* 100); |
|  |  |
|  | clients.forEach(client => client.connection.send(JSON.stringify({ |
|  | client: id, |
|  | text: 'I am now connected', |
|  | }))); |
|  |  |
|  | clients.push({ connection, id }); |
|  |  |
|  | connection.on('message', message => { |
|  | clients |
|  | .filter(client => client.id !== id) |
|  | .forEach(client => client.connection.send(JSON.stringify({ |
|  | client: id, |
|  | text: message.utf8Data, |
|  | }))); |
|  | }); |
|  |  |
|  | connection.on('close', () => { |
|  | clients = clients.filter(client => client.id !== id); |
|  | clients.forEach(client => client.connection.send(JSON.stringify({ |
|  | client: id, |
|  | text: 'I disconnected', |
|  | }))); |
|  | }); |
|  | }); |

We need to keep track of the connected users, we do so in the *clients* array. When a user requests a connection, we first accept it and we notify every other connected user. We generate a random id and new connection with this id is then added to the array.

When the user sends a message, the event *message* is emitted. Every connected user, except the one sending the message, is sent some data containing the text of the message and the index of the user sending it.

Finally, when a user disconnects, he is removed from the *clients* array and every other user gets notified about it.

Let’s now check if this is working by building a simple user interface.

**Client**

We are not going to build anything complicated in the client, we just want to make sure the communication is working. We will display three buttons:

* one button to connect
* one button to send a “Hello!” message
* one button to disconnect

Third Step

**The Signaling Server**

In order for a peer-to-peer connection to be established, peers first have to exchange about the media types they want to share, to tell each other when they want to start or stop the communication, and they have to find each other in the network. This is the signaling process.

The signaling isn’t part of the WebRTC specifications. That means that you have to take care yourself of exchanging the messages needed to establish and control the connection. That also means that you are free to use whatever communication mechanism you want. You could theoretically use emails for this, but a reasonable solution is to use WebSocket. This is why we built a WebSocket server in the previous article, that we will now adapt slightly for the signaling.

The signaling mechanism doesn’t need to know anything about the messages being exchanged. We simplify the WebSocket server that we created previously. For help to make this run on Node

|  |  |
| --- | --- |
|  | const http = require('http'); |
|  | const server = require('websocket').server; |
|  |  |
|  | const httpServer = http.createServer(() => { }); |
|  | httpServer.listen(1337, () => { |
|  | console.log('Server listening at port 1337'); |
|  | }); |
|  |  |
|  | const wsServer = new server({ |
|  | httpServer, |
|  | }); |
|  |  |
|  | let clients = []; |
|  |  |
|  | wsServer.on('request', request => { |
|  | const connection = request.accept(); |
|  | const id = (Math.random() \* 10000); |
|  | clients.push({ connection, id }); |
|  |  |
|  | connection.on('message', message => { |
|  | console.log(message); |
|  | clients |
|  | .filter(client => client.id !== id) |
|  | .forEach(client => client.connection.send(message.utf8Data)); |
|  | }); |
|  |  |
|  | connection.on('close', () => { |
|  | clients = clients.filter(client => client.id !== id); |
|  | }); |
|  | }); |

We keep track of all connected clients. When a client sends a message, the message is broadcasted to everyone. This is not the end version of this but that will suffice to establish the WebRTC connection. In the next article, we will improve it to allow users to find the person they want to chat with and only communicate with her.

**Connection Offers and Answers**

Three types of messages have to be exchanged over the signaling mechanism:

* Media data: which type of media do you want to share (audio only or video), with which constraints (quality for example).
* Session control data: to open and close the communication.
* Network data: users need to get each other’s IP addresses and ports and check if they can establish a peer to peer connection.

Let’s say our users are called Alice and Bob. Alice must first create and send a connection offer to Bob:

**Offer**

1. If not already using some communication channel with Bob, Alice should join one (we use our WebSocket server running on port 1337).

const signaling = new WebSocket('ws://127.0.0.1:1337');

2. Alice creates a [RTCPeerConnection](https://developer.mozilla.org/en-US/docs/Web/API/RTCPeerConnection) object in her browser. It is a JavaScript interface, part of the WebRTC API, that represents the connection between the local browser and the remote peer.

const peerConnection = new RTCPeerConnection({

iceServers: [{ urls: 'stun:stun.test.com:19000' }],

});

The parameter passed to the constructor contains the server urls needed by the ICE agent. More about this later or [here](https://levelup.gitconnected.com/webrtc-the-ice-framework-stun-and-turn-servers-10b2972483bb).

3. Alice adds the tracks (audio and video) that she wants to share over the connection to her RTCPeerConnection object.

const stream = await navigator.mediaDevices.getUserMedia({

audio: true,

video: true,

});

stream.getTracks().forEach(track => peerConnection.addTrack(

track,

stream,

));

4. Alice creates a [SDP](https://en.wikipedia.org/wiki/Session_Description_Protocol) offer. SDP stands for Session Description Protocol.

const offer = await peerConnection.createOffer();

It is the format used to describe the communication parameters. It contains the media description and network informations, and looks like this.

v=0

o=alice 123456789 123456789 IN IP4 some-host.com

s=-

c=IN IP4 some-host.com

t=0 0

m=audio 49170 RTP/AVP 0

a=rtpmap:0 PCMU/8000

m=audio 49170 RTP/AVP 31

a=rtpmap:31 H261/90000

m=audio 49170 RTP/AVP 32

a=rtpmap:32 MPV/90000

5. Alice sets the local description of the connection to be this SDP by calling *setLocalDescription().*

await peerConnection.setLocalDescription(offer);

6. Alice sends this offer to Bob over the signaling server.

signaling.send(JSON.stringify({

message\_type: MESSAGE\_TYPE.SDP,

content: offer,

}));

**Answer**

Bob also has to be connected to the signaling server and has to have created a RTCPeerConnection object. After Alice sends him an offer, Bob has to do following:

1. Bob receives Alice’s offer and sets it as the remote description in his RTCPeerConnection object calling *setRemoteDescription()*.

await peerConnection.setRemoteDescription(offerFromAlice);

2. Bob creates a SDP answer, containing the same kind of information as the SDP offer Alice sent.

const answer = await peerConnection.createAnswer();

3. Bob sets the local description of the connection to be this SDP by calling *setLocalDescription().*

await peerConnection.setLocalDescription(answerFromBob);

4. Bob sends this answer to Alice over the signaling mechanism.

signaling.send(JSON.stringify({

message\_type: MESSAGE\_TYPE.SDP,

content: answerFromBob,

}));

We are now back at Alice. She receives Bob’s answer and sets it as the remote description in her RTCPeerConnection object calling *setRemoteDescription()*.

await peerConnection.setRemoteDescription(answerFromBob);

Alice and Bob have now exchanged the media data, and notified each other that they want to start a video chat. They now have to share network information to establish a direct connection if possible. This is not as easy as it sounds, but luckily the ICE framework is doing it for us.

**ICE Candidates**

Because of the historic lack of IP addresses (only around 4 billions addresses were available with IPv4), users are usually hidden behind NAT (Network Address Translations) gateways. The ICE (Interactive Connectivity Establishment) framework allows a peer to discover and communicate its public IP address. That works thanks to the STUN server which URL we gave as a parameter in the RTCPeerConnection object. It might be that a direct connection isn’t possible due to the network configuration of the peers, in which case the connection will have to happen over a relay server, or TURN server. The server has to be given as a parameter to the RTCPeerConnection as well.

const peerConnection = new RTCPeerConnection({

iceServers: [

{ urls: 'stun:stun.test.com:19000' },

{ urls: 'turn:turn:19001' },

],

});

The ICE agent takes care of this exploration and decision making for us, checks the possibility of a direct connection, and if it can’t be done, establishes the connection over a TURN server (if it has been provided).

Alice and Bob only have to listen to the event *icecandidate* of the RTCPeerConnection. It is triggered every time a ICE candidate is found. They should then send their candidates to each other.

peerConnection.onicecandidate = (iceEvent) => {

signaling.send(JSON.stringify({

message\_type: MESSAGE\_TYPE.CANDIDATE,

content: iceEvent.candidate,

}));

};

When receiving the candidate of the other, Alice and Bob should pass it to the ICE agent of their RTCPeerConnection object.

await peerConnection.addIceCandidate(content);

The ICE agent will take care of the negotiation and will finalize the connection. If you want more details about NATs and ICE you can have a look at [this article](https://levelup.gitconnected.com/webrtc-the-ice-framework-stun-and-turn-servers-10b2972483bb).

When the connection is established, the tracks data start being exchanged over the connection. You can implement the *ontrack* event handler to display them:

peerConnection.ontrack = (event) => {

const video = document.getElementById('remote-view');

if (!video.srcObject) {

video.srcObject = event.streams[0];

}

};

Let’s now look at the *startChat* function. We first request the data from the camera and microphone. This should trigger an access request from your browser that you have to accept before it can go further:
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Once you have accepted, we show the chat room, displaying the video elements and hiding the start button. We establish the connection to the WebSocket server (line 20) and call this connection *signaling*. We create the RTCPeerConnection object in the *createPeerConnection*function. It gives a STUN server as a parameter (it is a fake one, you can replace it by a public STUN server) and defines the two event handlers we talked about : *onicecandidate* that will send the ICE candidates to the peers and *ontrack* that will set the received tracks to our video HTML element. It has an additional event handler, and it is actually a pretty important one: *onnegationneeded*. This event is fired when we add tracks to the connection, and later when something happens requiring a renegotiation. It is here that the signaling exchange will actually get started.

Back to the *startChat*function, after having created the RTCPeerConnection object, we define what to do when receiving a message in the *addMessageHandler*function*.*If we receive a candidate, we give it to the ICE agent as we described earlier. If we receive an offer, we set the remote description, create an answer, save the answer as local description and send it to the peer. When we receive an answer, we just set it as the local offer.

We then set the our local tracks to the RTCPeerConnection object and display them in the video element meant for this. Setting the tracks on the peer connection object will trigger the *negogationneeded* event and the event listener will call the *createAndSendOffer* function.

Start the WebSocket server and open the client in two different tabs. After clicking on “Start” on both pages, you should be able to communicate with yourself.